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USING MC/DC AND RC/DC CRITERIA FOR SPECIFICATION-BASED TESTING  
OF SAFETY-CRITICAL SOFTWARE 

 
Software testing coverage criteria for logical expressions are considered including a new Reinforced 
Condition/Decision Coverage (RC/DC) criterion. This new criterion has been developed from the well-known 
Modified Condition/Decision Coverage (MC/DC) criterion and is more suitable for the testing of safety-critical 
software where MC/DC may not provide adequate assurance. Specific examples of using these criteria for 
specification-based testing are addressed.  
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Introduction 
 
The methods and criteria of software testing are 

traditionally divided into structural (or white-box) and 

functional (or black-box) aspects [1, 2]. Structural 

testing criteria (i.e., criteria that take into account an 

internal structure of the program) are in turn divided 

into data-flow and control-flow criteria.  

Control-flow criteria, in particular, examine logical 

expressions, which determine the branch and loop 

structure of the program. When logical expressions are 

used for software specification, the same control-flow 

criteria could be used for specification-based testing. 

This group of criteria is considered in the paper. 

This paper is based on the author’s previous results 

[3, 4] and is structured as follows. Section ‘MC/DC’ 

presents the use of control-flow criteria for 

specification-based testing and considers the definition 

of the Modified Condition/Decision Coverage (MC/DC) 

criterion [5]. This criterion is used mainly for testing of 

safety-critical avionics software and is the most 

complicated and controversial control-flow criterion. 

In the next section, we analyze a major shortcoming 

of the MC/DC criterion, namely the deficiency of 

requirements for the testing of the ‘false operation’ type 

of failures. Examples of failures of this type are 

considered to illustrate the problem. These have an 

especially vital importance for safety-critical 

applications. 

Section ‘RC/DC’ presents the definition of a new 

Reinforced Condition/Decision Coverage (RC/DC) 

criterion, which eliminates the shortcoming of MC/DC. 

The central point is the requirement that each condition 

in a decision is shown to be varied without changing the 

outcome of the decision. 

 
MC/DC 

 
Using control-flow criteria for specification-based 

testing. The aim of control-flow criteria is to help in 

testing decisions (the program points at which the 

control flow can divide into various paths) and 

conditions (atomic predicates which form component 

parts of decisions) in a program. The simplest control-

flow criteria were formulated in the 1960s and 1970s. 

The following are based on the well-known book by G. 

Myers [1]: 

 statement coverage: every statement in the 

program has been executed at least once; 

 decision coverage: every statement in the program 

has been executed at least once, and every decision in 

the program has taken all possible outcomes at least 

once;  

 condition coverage: every statement in the 
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program has been executed at least once, and every 

condition in each decision has taken all possible 

outcomes at least once; 

 multiple condition coverage (MCC): every 

statement in the program has been executed at least once, 

and all possible combinations of condition outcomes in 

each decision have been invoked at least once. 

The MCC criterion is the strongest and requires full 

searching of various combinations of conditions values 

that is not normally possible in practice. The other 

criteria mentioned above are weaker and require 

considerably less test patterns that is not sufficient for 

safety-critical software [6]. As a compromise, the 

MC/DC criterion has been proposed [7, 5]. 

Definition of MC/DC. The definition of the 

MC/DC criterion, according to [5], is the following: 

Every point of entry and exit in the program has 

been invoked at least once, every condition in a decision 

in the program has taken on all possible outcomes at 

least once, every decision in the program has taken all 

possible outcomes at least once, and each condition in a 

decision has been shown to affect the decision's 

outcome independently. A condition is shown to affect a 

decision's outcome independently by varying just that 

condition while holding fixed all other possible 

conditions. 

The main part of the MC/DC definition is ‘each 

condition has been shown to affect the decision's 

outcome independently’. The key word in this definition 

is ‘independently’; i.e., the aim of MC/DC is the 

elimination during testing of the mutual influence of the 

individual conditions and the testing of the correctness 

of each condition separately. 

Investigation of MC/DC has initially been 

considered in [7, 8]. Detailed consideration of the 

different aspects of this criterion was carried out more 

recently in [9, 10, 11, 12, 13].  Different forms of this 

criterion, e.g. Masking MC/DC [14] were proposed. As 

an example illustrated the definition of MC/DC, 

consider decision d = ABCD where A, B, C and D 

are conditions. Two test cases are required to test 

condition A: (A = 1, B = 1, C = 1, D = 1) when d = 1 and 

(A = 0, B = 1, C = 1, D = 1) when d = 0. Similar test 

cases are required to test conditions B, C and D. Totally, 

five test cases are required according the MC/DC 

definition. 

A case study of using MC/DC for specification-

based testing. A case study of the MC/DC use for 

specification–based testing of a nuclear reactor 

protection system has been considered in [4]. Here we 

consider a new example for the following specification 

of the same system: the system should shut down a 

reactor when two from four circulation pumps are out of 

operation or in the case of decrease of the water level 

more than 650 mm in any one steam generator provided 

that the corresponding circulation pump operates 

normally.  

Let Li and Ci (i = 1…4) be conditions to describe 

correspondently the level of water and the operation of 

circulation pumps: 

Li = 0  the level is normal; 

Li = 1  the level is decreased; 

Ci = 0  the pump is in normal operation; 

Ci = 1  the pump is out of operation. 

The decision that is responsible for this specification 

of the actuation is: 

d = (C1C2)(C1C3)(C1C4) 

 (C2C3)(C2C4)(C3C4) 

 (L1C1)(L2C2)(L3C3)(L4C4). 

A general number of all possible combinations of 

values of the 8 conditions equals 28 = 256. According to 

the definition of MC/DC, the number of required test 

cases is considerably lower. One of the possible sets of 

test cases is shown in Table 1 (10 test cases). Pairs of 

test cases for every specific condition are marked ‘*’. 

For example, test case 1 and test case 4 are marked for 

the condition L3 because they provide variation of the 

decision d (d = 0 for test case number 1 and d = 1 for 

test case number 4) during variation of  the condition L3 

(L3 = 0 for test case number 1 and L3 = 1 for test case 

number 4) while the values of all other conditions are 

fixed.
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Table 1 

Test data satisfying the MC/DC criterion 

num 
Values Variations 

L1 L2 L3 L4 C1 C2 C3 C4 d L1 L2 L3 L4 C1 C2 C3 C4 

1 0 0 0 0 0 0 0 0 0 * * * *     

2 1 0 0 0 0 0 0 0 1 *        

3 0 1 0 0 0 0 0 0 1  *       

4 0 0 1 0 0 0 0 0 1   *      

5 0 0 0 1 0 0 0 0 1    *     

6 0 0 0 0 1 0 0 0 0      * * * 

7 0 0 0 0 1 1 0 0 1     * *   

8 0 0 0 0 1 0 1 0 1       *  

9 0 0 0 0 1 0 0 1 1        * 

10 0 0 0 0 0 1 0 0 0     *    

 

Application for safety-critical software 
 
The shortcoming of MC/DC. The main aim of 

MC/DC is testing situations when changing a condition 

implies a change in a decision. Often a decision can be 

associated with some safety-critical operation of a 

system. In such cases, MC/DC requires the testing of 

situations when changing one condition has some 

consequence on the operation of the system. A software 

error in such situations could involve non-operation 

(inability to operate on demand) type of failures. Such 

situations are extremely important and the MC/DC 

requirements are entirely reasonable. 

However, as we show below, this criterion has one 

substantial shortcoming, namely deficiency of 

requirements for testing of the false actuation (operation 

without demand) type of failures. This could make this 

criterion insufficient for many safety-critical 

applications. The false actuation of a system could be 

invoked by a software error in situations when changing 

a condition should not imply changing a decision. 

Below we consider two examples from the 

specification-based point of view. 

Railway points. Consider a railway computer 

control system and a decision that is responsible for 

switching over the points by which trains can be routed 

in one direction to another. Let there be two tracks 

(main and reserved); the condition determines track 

states (which may be either occupied or clear) and the 

decision determines changing the route from the main 

track to the reserved track and vice versa. Consider two 

situations for the non-operation and false actuation 

types of failures.  

The first situation is when the main track becomes 

occupied (varying the condition) and, therefore, it is 

necessary to switch over the points to the reserve track 

(varying the decision). The failure in this situation 

involves keeping the value of the decision instead of 

varying it; this means non-operation of the system and 

could result in a possible crash. 

The second situation is when the reserved track 

becomes occupied (varying the condition) and, 

therefore, it is necessary to keep the main track as a 

route (keeping the decision). The failure in this situation 

involves varying the value of the decision instead of 
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keeping it fixed that means false operation of the system 

and a possible crash. 

Thus, from the safety point of view, these situations 

are symmetrical and can lead to a crash. Therefore, both 

types of failures should be considered and both 

situations should be tested with the same accuracy. 

Protection system for a nuclear reactor. Consider 

a decision that is responsible for actuating a reactor 

protection system at a nuclear power plant (i.e., the 

reactor shutdown) and a condition that describes some 

criterion for the actuation (e.g., excessive pressure over 

some specified level). Varying this decision because of 

variation of the condition should be tested since failure 

in this situation means the non-operation of the system 

in case of emergency conditions and can lead to the 

nuclear accident. 

Nevertheless, keeping the value of the decision is 

also important. The failure in this situation means the 

false actuation of the system during normal operating 

and can lead to non-forced reactor shutdown, the 

deterioration of the physical equipment, and the 

underproduction of electricity. 

The typical architecture of nuclear reactor protection 

systems (three channels with 2 from 3 logical voting) 

takes into account this particular problem. The use of 

three identical channels decreases the probability of the 

system not operating correctly.  

However, if it is only required to consider this 

factor, the 1 from 3 logic is more reliable. The aim of 

using 2 from 3 voting is to provide protection against 

false actuation of a system as in this case the false signal 

from one channel does not lead to system actuation. 

Thus, during software testing for the reactor 

protection system, it is necessary to include test cases 

for both varying and keeping a decision's outcomes. 

The examples considered above demonstrate that for 

many cases testing only varying a decision when varying a 

condition (i.e., using MC/DC) is insufficient from the 

safety point of view.  

To eliminate this shortcoming, a new RC/DC criterion 

in critical applications has been proposed by Vilkomir and 

Bowen [4]. We consider it below from the specification-

based point of view. 
 

RC/DC 
 

Definition of RC/DC. As we have shown in the 

previous section, MC/DC does not require testing some 

situations, which can be important for safety. The main 

idea of RC/DC is for future development of MC/DC 

with the purpose of making it more effective. 

Testing according RC/DC should include test cases 

according MC/DC and additional test cases for testing 

important situations when a false actuation of a system 

is possible. In that way, all requirements of MC/DC are 

valid and a new requirement for keeping the value of a 

decision when varying a condition is added to the 

testing regime. 

With the objective of ensuring compatibility and 

continuity with the MC/DC definition, we define 

RC/DC as follows: 

Every point of entry and exit in the program has 

been invoked at least once, each condition in a decision 

has been shown to affect the decision's outcome 

independently, and each condition in a decision has 

been shown to keep the decision's outcome 

independently. A condition is shown to affect and keep a 

decision's outcome independently by varying just that 

condition while holding fixed (if it is possible) all other 

conditions. 

The reservation ‘if it is possible’ is used because it is 

far from always being possible to affect or keep the 

value of a decision independently. 

A case study of using RC/DC for specification-

based testing. Continue the consideration of the case 

study of specifications for the nuclear reactor protection 

system. Hence the RC/DC criterion includes MC/DC, 

the test cases for MC/DC (table 1) should be 

supplemented by additional test cases according RC/DC 

requirements. 

RC/DC requires that a condition should ‘keep the 

decision's outcome’. When the decision has outcome 1, 

it means that the protection system has already actuated. 
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In this case, the further behavior of the system has no 

practical interest.  

The situation when the decision has outcome 0 is 

more important. A failure ‘to keep 0’ means a false 

actuation of the reactor protection system that entails 

significant economic loss. In Table 2, we consider an 

example (between many others) of test cases only for 

this situation.  

Similar to table 1, pairs of test cases for every 

specific condition are marked ‘*’. For example, test case 

3 and test case 9 are marked for the condition C2 

because they keep the value of the decision d (d = 0 for 

both test cases) during variation of the condition C2 

(C2 = 1 for test case number 3 and C2 = 0 for test case 

number 9) while the values of all other conditions are 

fixed. 

Table 2 

Test data satisfying the RC/DC criterion 

num 
Values Variations 

L1 L2 L3 L4 C1 C2 C3 C4 d L1 L2 L3 L4 C1 C2 C3 C4 

1 0 0 0 0 1 0 0 0 0 *    *    

2 1 0 0 0 1 0 0 0 0 *        

3 0 0 0 0 0 1 0 0 0  *    *   

4 0 1 0 0 0 1 0 0 0  *       

5 0 0 0 0 0 0 1 0 0   *    *  

6 0 0 1 0 0 0 1 0 0   *      

7 0 0 0 0 0 0 0 1 0    *    * 

8 0 0 0 1 0 0 0 1 0    *     

9 0 0 0 0 0 0 0 0 0     * * * * 

As it is shown in Table 2, we need 9 test cases to test 

situations when variations of every single condition 

should keep the decision outcome 0. Together with 10 

test cases from Table 1, we use 19 test cases (from 256 

possible combinations) to test decision d according the 

RC/DC requirements. 

 
Conclusion 

 
The paper considers the use of the MC/DC and 

RC/DC criteria for specification-based software testing. 

It is argued that MC/DC criterion does not include 

requirements for testing of ‘false operation’ type 

failures. Such failures, as we have shown in several 

examples, can be highly important in safety-critical 

computer systems.  

The RC/DC criterion aims to eliminate this 

shortcoming and requires the consideration of situations 

when varying a condition keeps the value of a decision 

constant.  

Using RC/DC gives an advantage for specification-

based testing since it requires testing safety-important 

situations when a false actuation of a system is 

possible.  

Although the number of required test cases rises, the 

growth remains linear compared to the number of 

conditions in a decision, making the approach 

practicable.  

We have illustrated application of the RC/DC 

criterion in the specification-based testing of nuclear 

reactor protection system software. 
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